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Amazing! You’ve just come up with most exciting and brilliant idea for a new invention. You immediately rush to write down all of your ideas and begin designing it right away. Your passion drives you as work to make your first pieces. Weeks or even months later you discover some problems with the idea; somehow those first pieces aren’t working quite the way you thought. But you know it’s going to be awesome. So you focus on solving these pieces’ problems and push forward until you’re able to make it work. Finally you’re able to present your invention. Maybe it isn’t quite what you envisioned, but you’re still very proud of your accomplishment and ready to show it off to potential users and stakeholders:

Inventor: “Check out my awesome new creation. This is Better, (Cheaper, Faster) than anything else out there!”

Stakeholder: “Well how is it better? And is it more important that it is better (or faster) this way than another?”

Inventor: “Well there’s nothing that does this new feature, or does it this well…”

Stakeholder: “Okay so it’s new. But how do you know that putting all this effort/resources into that new feature is actually the best way to meet your customer’s/project’s needs?”

Inventor: “But it does it in a really cool new way…”

Stakeholder: “But the user doesn’t always care how you did it. They just want something that meets their needs, and does so well and efficiently. So how do you objectively measure the performance of your idea for meeting all of the customer’s needs against other ideas or other products/approaches that are already out there?”

Inventor: “Uh…”

We as designers can become very passionate about our work, which is fantastic and we should never lose that passion. However, in doing so sometimes we get so focused on making our vision happen or getting that “one thing” to work, we forget to ask the questions throughout the design process: Is this really the best way to solve this problem? Is this really the best way to meet the needs? Being a professional designer isn’t just about getting the design right but rather designing the right things in the first place.

Imagine you were designing a car. When people buy a car, they don’t really care about all the things that make that car work. They care that it will take them from point A to point B. That it will do so safely, quickly, reliably, comfortably, and with good fuel efficiency. They may also care about other things such as its appearance and if it feels “fun”. Anything that meets these needs well is in fact a good solution. As a designer, it is important to understand that even when the user asks for something specific, i.e. “a car”, they are really asking for something that meets a set of needs. It is your job as a professional designer to first determine all of those needs before you start focusing in on a specific solution because otherwise we may inadvertently miss some needs or mis-weigh the importance of the various needs.

Additionally, some users may also have special needs, such as a car with additional cargo space. While for others it might be fitting into small parking spaces. So while a pick-up truck might work best for the first user, it would actually be an invalid solution for the second user, regardless of how awesome that truck is; even if it’s currently the best, fastest, cheapest truck in the world. So understanding the specific users needs, including the situations and elements they have to interact with, i.e. fitting into small parking spaces, is an essential part of defining the problem before you actually begin defining what your product should be.

And how important are each of those needs relative to each other? We can greatly increase the cargo space, but this will most likely also increase the cost and decrease the fuel economy. Are there requirements on the minimum allowable cargo space, or fuel economy? And if there is a range of acceptable cargo space and fuel economy values that can be met, where does the optimal trade-off lie? Can you be confident that your user, and your boss, will agree with you on your decision and see the value in your decision?

This guide provides an introduction to a number of tools/techniques you can use to help discover the needs of the challenge you’re trying to solve. Additionally this guide when combined with others will also help you create objective performance metrics that you can use to objectively measure how well your solution or any solution meets the challenge’s needs; including measuring criteria like how much “fun” something is. With an understanding of the need, and objective metrics to measure any solution’s performance, you can thereby prove the value of your solution to your users, boss, stakeholders, and the world!

We encourage you to read through all of the steps provided below and then decide the best order for you. i.e. The steps provided here are a common order to work with the presented tools, but every design process is different, and as you explore your design process you many find that some steps may easily overlap and happen concurrently. By breaking the process into Steps though will help you to recognize all that should be doing so as to make sure you don’t accidently completely skip over any key part of the design process.

**Step 0:** Don’t name what you’re going to design! If you haven’t said I’m going to build a specific item yet, great! Don’t do it. Good job! You’re done with Step 0! No really, by declaring we’re going to build, say “a car”, we’ve already begun to limit our design space. Anything that we wouldn’t define naturally as a car is already invalid. A motorcycle, a bus, a plane, a bicycle etc., all may have been good, even better, solutions but would be quite difficult to develop if the problem is already defined as building a car. For example, a team was once tasked to determine the best cutting edge human search & rescue technology. The stakeholders expected a fancy satellite reconnaissance system but the team showed that the best solution for their needs was actually… a trained search dog.

The surprising truth is, and make sure you’re ready for a shock, but rarely is our first idea our best idea. But on exams we’ve always been told to go with our first instinct! Yes, in the time pressured situation of re-iterating knowledge that we’ve been recently studying intently, and where the problem we’re asked to solve has a very clear and singular correct answer that comes out of that predefined limited knowledge set, our first instinct may be a great one to go with. But when you’re working over an entire design, the first step should not be to focus on a specific solution, but first determine what are the needs.

In this guide, regardless of what we’ll be creating whether it’s a physical product, a new algorithm or control system, or a new service or operations plan, we’ll refer to it as simply “the System”. It may be uncomfortable to deal with this ambiguity, especially for many “problem solvers” who want to identify the problem as soon as possible so they can get at the meat of solving it. Despite our best efforts to think openly, we will naturally place artificial constraints on what something can or cannot be or do once we’ve named what it is. Not naming the solution at first is a helpful aid to help us be better designers and prevent us from drilling down to a specific solution too quickly.

**Step 0 is complete:** When your System has no name.

**Step 0a:** “Ahhh! It already has a name!” or “But they told me this is what I have to design!” Not to worry. This obviously happens quite often. Whether it’s the contract your boss signed, what the folks in marketing say the customer wants, or simply the Eureka! idea stuck in your mind, you still need to assess the needs behind the project. In fact, one of the best things you can do is to un-name it and just think about it as a “System”.

For some very short term, small scope assignments where the answer is essentially already known by someone this could be overkill, i.e. the entire challenge is “Solve this homework problem in the back of the book so that it matches the answer key” but those are hardly design problems to begin with. But even in doing something that appears route like “Make an LED turn on when the power turns on”, you can still explore the need by asking with what and how it will be used? Perhaps you’ll learn that although you instinctively wanted to use a green LED, you shouldn’t because they already use a green LED for something else. Or perhaps it turns out that a buzzer sound is better than an LED because users won’t be able to see the LED from wherever their positioned.

The functional need of the LED is to alert the user that the system is turned on. The LED is just one structural solution to that need – and there are probably many others. So as you go forward with you design, try to “Think Functionally! not structurally.”

**Step 0a is Complete When:** You recognize that you have to determine the needs behind the request. Yes, you may find out that you’re constrained to create something that would qualify as an example of the structural solution you’ve been asked to create. However, you’ll be a far better designer if you put considerable effort into exploring the needs behind the request, then if you plug ahead with just what you think they’re asking for.

Stakeholder: “I asked for an iPhone! What is this!?”

Designer: “Well the phone’s clarity and reception are even better than before…”

Stakeholder: “Who cares about making calls on an iPhone? What about all the other features?!”

For the common cases when you’ve been asked to deliver something specific, make sure you review the Defining Client Deliverables guide in detail as well for helpful ways to explore what the stakeholders are actually asking for.

**Step 1:** Define your Primary Stakeholders. Just as when you develop a presentation you should recognize who is your audience, when designing you should also first consider who are your stakeholders.

Stakeholder is a catch-all term used to define those who have any influence on what/how you design something but is better to be thought of as anyone or anything your design affects. Stakeholders can be people, such as users, your boss, co-workers, etc. and especially whomever you consider your client. However, they can also be things that what you’re designing must work with such as pieces or parts of equipment, software, or logistic processes.

Just as giving a presentation isn’t about what you want to say but rather what your audience needs to hear, creating a solution isn’t about designing the solution you want, it’s about designing something that meets the stakeholder’s need.

**Step 1 is Complete When:** You have a list of all of the primary stakeholders associated with your project. In many cases, you may also want to declare a few or even just one primary stakeholder as your client; those whom you must satisfy to in order to get the project completion approval or get paid.

**Step 2:** Define your Secondary Stakeholders. Secondary Stakeholders are often those that may not be directly associated with using you design but are strongly influenced by it or its outcomes, such as an overall company, a neighborhood, the location it’s being used within, a wildlife population, the environment, etc

Secondary stakeholders often present constraints on your design or may at least influence the way you judge a solution’s performance. They should always be considered to make sure you aren’t accidently “violating” any of these stakeholders’ needs, perhaps for just a small gain for your primary stakeholders, i.e. increasing the profit by a small amount for a large cost to the environment, or making your design look that much “cooler” but it becomes significantly more difficult for people with disabilities to use.

**Step 2 is Complete When:** You have a list of all secondary stakeholders. It’s typically better to make this list longer and then trim later on if you feel that particular stakeholder really doesn’t have that strong of an influence. But you may never know for sure whether a stakeholder is influential unless you include them in your investigations to begin with. It is far better to have these kinds of “surprises” early in the design when you still have time/resources to make changes.

**Step 3:** Begin to make a Context Diagram. Context Diagrams can be a good place to start to tease out the needs of your stakeholders. They can also help you brainstorm graphically. To begin, first put a box with the word “System” in the center of your page and then around the outside placing separate boxes for each one of your stakeholders. This can either be done on a large sheet of paper or perhaps a large PowerPoint slide or even Visio diagram; whatever works best for you, although software based ones may make it easier to move things around later. An example is provided for the car design challenge in the file Context Diagram Example which starts with just one stakeholder, the passengers, but suggests others later on like the Department of Motor Vehicles.

Notice that the System box has another dashed box around it to represent the System boundary, i.e. what’s inside the boundary is what you can control. What is outside are those things you as a designer don’t have direct control over the design of but need to work with / satisfy instead.

Traditionally only one box, the System box, is inside the System boundary dashed box. This is done to help you continue to think at a higher level at this stage. So as much as you might want to start to break up your System into different special pieces, try to hold off for now as this will help you not name or put design constraints on your System solution too early. Besides, you could always make separate Context Diagrams for your special pieces / sub-Systems later on. So really try to have just your single System box in the boundary right now -- it may be difficult to think this way the first time(s) you try it, (as you may have spent at least most of your academic life working on more well defined problems instead of more open design problems) but you might also be surprised what ideas this helps keep open farther down the road if you do try it.

**Step 3 is Complete When:** You have the System box in the System boundary box and all other stakeholder boxes listed around and outside of the System boundary box. As you will most likely be moving these boxes around the page later, don’t worry about making the arrangement look “pretty” until the end of Step 7.

**Step 4:** Determine what else your System interacts with. Using the car example, that System most likely also interacts with the road, gas stations, garages, bad weather, driveways, etc. We may later find we’re able to create the flying DeLorian from “Back to the Future” and we don’t need roads, but it’s okay to list items here for now even if they’re eliminated later.

You obviously could list a lot of things your system could interact with but as a rule of thumb, list those items that would make your System have to do something differently or something special. Even if it may not be a common situation, if it’s one you know you’ll have to deal with, say avoiding a deer on the road, you may still want to include “deer” or “wildlife” as a box for your System to interact with. If you’re still uncertain as to whether to include a new box or not, it may be best to add it for now and you may be able to determine a reason for keeping it or eliminating it in Step 7.

Just as you did for your stakeholders, make a box for all of these items outside of your System boundary.

**Step 4 is Complete When:** You’ve added boxes of other things that the System may interact with that are outside of what you as the designer have direct control over, and connections have been added between these new boxes and the System.

**Step 5:** Determine how the outer box items will use/interact with your System and what your System must do with the outer box items. To start, draw a line that connects each outer box item to the Systems Box. To signify that the outer box item is going to do something to/with the System, write what they will do on the connecting line but on the end closest to the outer box item. To signify that the System is going to do something to/with/for the outer box item, write what the System will do on the connecting line but on the end closest to the System box.

If there are multiple interactions you want to write, you don’t need to make a separate line as that could make things too cluttered. Instead, you can separate each interaction with a comma. If the line is still becoming too crowded, you can simply make label the line with a symbol of some kind, as shown in slide 14 of the Context Diagram Example, and then have an attached list of all the interactions that would normally be written at that symbol.

At this point, you do not need to specify exact values, i.e. you don’t need to write “the System shall transport up to 7 passengers at speeds up to 120 mph”. Instead, simply putting the System transports Stakeholder A, is sufficient. It is also okay to just use adjectives such as “transport large numbers of passengers” or “quickly transport” to provide some more information. Here you are just recognizing the relationship and the fact that later on the exact number of passengers and max speed/acceleration of the transporting will have to be a formalized need you specifically define.

**Step 5 is Complete When:** You have connected each Stakeholder box with a line to the System box and at least one end of each line is labelled with an interaction. You have created your first pass at a Context Diagram.

Context Diagrams can actually be a formal design document used in everything from toy design to designing cutting edge rockets for NASA. What is presented here is not the formal style but the ideas here stay true to the Context Diagram’s purpose. To learn more about how to create formal professional Context Diagrams we encourage you to read books on or enroll in classes on Systems Engineering.

**Step 6:** Take a break. You’ve put a lot of information into your context diagram and as a result it may have become rather cluttered. Now’s a great time to take a break before you try to review it as a whole or reorganize it. Good work on putting the effort in to explore your System’s stakeholders and its interface boundaries!

**Step 6 is Complete When:** you’ve been able to clear your mind for a bit of the work you’ve done so far and you’re ready to review the hard work you’ve done.

**Step 7:** Iterate on your Context Diagram by breaking up, combining, and/or removing outer box items. In reviewing your first pass at brainstorming what your System must interface with, you may notice that some of the “boxes” actually represent multiple different kinds of the same thing. For example, the weather box, is being used to represent snow, heavy rain, fog, or any other kind of inclement weather. However, if the System would have do something special or do something to a more extreme level to handle, say snow, that it wouldn’t have to do for any other kind of bad weather, it would be worthwhile to add snow as a separate box or break bad weather into more boxes to properly represent the range of needs.

Boxes can be combined as well by looking for overlapping needs or “worst case” needs. For example, we could list all of the kinds of interior messes the car might have to handle: water, dirt, soda, fast food, juice, gas, milk, animal excrement, (gross I know but hey, it’s a real situation the System would have to deal with) etc. But if we can find one or two such that if we met those couple boxes’ needs, we would actually meet the needs of all of the sources. So for that reason we might choose “oil” representing all greasy and flammable substances and “vomit” which represents all organic, smelly, and biohazard substances, which together sound like they just might do the trick of covering the needs of all likely interior messes. Lovely, right?

**Step 7 is Complete When:** You have reviewed your Context Diagram for both completeness and conciseness. You have rearranged to boxes, lines, and words in the diagram so that they are easy to read.

Sometimes in order to make the problem more digestible, you may want to split the diagram into more than one; perhaps one that focuses on what you see as being the “core” problem or one those needs you feel will have the strongest influence on your design decisions. Other diagrams could focus on all of the special cases or all of the secondary stakeholders. As you are doing this for your benefit, there really isn’t a wrong way to do it. Your boss may require you to submit an official version that meets more stringent requirements but that doesn’t mean you can’t still hold onto those versions that helped you along the way.

You can also present the same information in a matrix, but a lot of people find drawing the diagram is more useful for brainstorming. Either is great, especially if it’s the form that works best for you.

**Step 7a:** Take another break. Especially if you’ve haven’t thought about exploring and defining needs to this level before, this can be mentally taxing. You may be asking your brain to solve problems in a way it’s never done before, so just like using muscles to play a new sport, it’s natural that you might be a bit sore.

You’ve organized all of the main connections to your System now and you have at least helped bring these interface needs to the forefront of your problem definition more than you might have otherwise. Well done. You’re on your way towards becoming a more professional designer who can really think about the whole problem’s needs in order to develop a truly great solution.

**Step 7a is Complete When:** you’ve been able to clear your mind again and feel like you’re ready to delve into defining the problem further.

**Step 8:** Create a list of the situations your system will be used in from your context diagram, a.k.a. Develop use cases. The scenarios or the ways that a system may be used are often referred to as uses cases. Creating a list of use cases is a fundamental part of any needs analysis. Too often designers focus on only the main way something is being used. Fortunately, your context diagram is already a great tool to help you brainstorm a range of scenarios that need to be handled.

The words you wrote on each connection are a great place to start. From the context diagram some examples you might pick are, “Driving the System”, “Fueling the System”, “Getting the System washed”, “Maintaining the System”, “Manufacturing the System”, “Loading the System”. Notice that in your first pass many of these may be high level, but that’s okay. They typically have rather short names that focus on a single action / verb.

It’s also crucial to think about unintentional or even undesired use cases such as “Running over potholes” or “Surviving an accident”. Each of these will help to generate a specific list of needs that might have otherwise been overlooked.

**Step 8 is Complete When:** you have created your first list of use cases.

You may discover some new interactions or even boxes that you hadn’t originally included in your context diagram. That’s actually pretty common and you can decide whether you want to update your context diagram to reflect these discoveries.

**Step 9:** Add in use cases from other sources. The context diagram can help you determine perhaps the majority of your use cases but there may be many that are either more internal to your system or come directly from a stakeholder request.

Examples of use cases that are more internal to a car-like System could be “System converts fuel into motion”, “System measures it’s speed”, or “System protects against internal wear and corrosion”.

Examples of direct stakeholder requests can vary greatly and could include, “System alerts driver of potential driver drowsiness”, or “System automatically parallel parks”, or “System completes the test course successfully” and many may take the general form of “System performs task X” or “System performs task X to meet criteria Y”.

Some of these may have already been in or brought out through your context diagram, which is certainly fine too. Regardless, at this Step you should refer back to whatever original problem statement you were given, whether it came from your boss, an open call Request For Proposal, or your own idea. Discussions with the source of that problem statement can also be extremely valuable as hinted at in the Defining Client Deliverables guide.

**Step 9 is Complete When:** You have a list of use cases that covers all of the major functionalities your System will have to perform and scenarios it will have to handle

**Step 10:** Add in more use cases by considering how your system may have to function differently in order to meet the needs of different users. As an example, when we first think of the use case “Driving the System”, we probably think of an able bodied person who has passed their driving test (or other required training) and is more or less able to make good judgements while operating the System. However, this is not always the case. Hence it is often better to replace the original “Driving the System” use case with several use cases that signify that the System will have to operate differently or provide different functionalities depending upon the user(s). So “Drives the System” becomes:

* “Driver Drives the System” to represent the able bodied trained user,
* “Students Driver Drives the System” to represent a user learning the System,
* “Elderly Driver Drives the System” to represent a user that may not have as good of a reaction time or situational awareness but the System must be able to be used by them.
* “Maintenance Workers Drive the System” to represent a user who is looking for diagnostic information

Here we have added the representative name of a user or user type to the use case names to indicate that System there are different needs for various users. The “users” we may add to use cases don’t have to be people though, and can be anything that helps to carry out a use case. For example, other pieces of equipment or software programs, if they are the main stimulus that cause the System to have to do something, can also be considered a user -- such as “Automated Assembly Line Constructs the System”. Since “users” can be quite varied, they are often referred to more generically as “Actors”.

It is okay though to have some use cases that do not have an Actor in the use case name. A System that monitors something else may never directly be “used” by what it’s monitoring but that monitored something may still drive the actions that the System must undertake. For example, “System Monitors the Weather” is a fine starting use case.

*Please note though that people may still consider something the drives the action in the use case like the “Weather” to still be called an “Actor” or instead sometimes an “Operator”. The term Operator is also used in Use Case Behavioral Diagrams, which are discussed in Defining the System Part II, and Weather in the use case “System Monitors the Weather” would be a good example of an Operator there.*

**Step 10 is Complete When:** You have considered how your System will have to have different functions to accommodate different users/actors.

There is a natural tendency to focus on the most common Actors, in this transportation example the “Driver” actor, and this can be good to help get things started. However, it is often the other Actors that cause the more demanding needs on the System and hence they must be seriously considered – including Actors that we don’t want to use our System.

Hence, we may even want to add in “Drunk Driver Drives the System” as formally recognizing this may help us determine possible functionalities that could reduce the likelihood or severity of potential negative events.

**Step 11:** Take another break. Especially if this is the first time you are doing this, giving yourself a short break can help your mind to reset a little and think more critically about the work you’ve done and in the next step which will ask you to delve into your work further.

Iteration is extremely important when shaping the scope and defining the needs of a project. And these breaks, help our minds to become less attached to our current train of thought and allow us to be more open to new ideas. So taking a short break here is actually spending time wisely toward your overall goals. As for myself, I often get a meal or go do some simple task, even a load of laundry, and when I return to my work I always find there are new ways to explore the problem further.

**Step 11 is complete when:**  You’ve taken your short break to separate yourself from the work briefly and so you can then iterate further on your work.

**Step 12:** Refine your use cases list. You might start out with use cases like “Driving the System” but you quickly realize that that really doesn’t capture the variety of tasks that are being performed, i.e. it’s too high level or actually includes several different kinds of use cases. So you might add “Parking the System”, “Stopping at an intersection”, “Changing lanes”. And special versions of “Changing lanes” might be “Merging onto the highway” and maybe “Exiting the highway”. Your original “Driving the car” use case may be said to include these other use cases.

You may also recognize that “Driving the System” might have special cases where your System has to function in a unique manner such as “Driving through snow”. So it is good to go through and recognize as many of these special cases, different operating conditions, etc, as you think are realistic. Declaring special cases from a uses case is sometimes called extending that use case.

You may be inclined to repeat all of these use cases for all of the associated Actors you identified earlier. Although this can be easily done with a common “copy” and then “find & replace” function, the rule is to only repeat the use case with a different actor if you believe the system will have to do something differently for different actors.

**Step 12 is Complete When:** You have refined your list of use cases to a reasonable level. Wait a second… what’s a reasonable level? You’ll hear statements like “to a reasonable level” a lot in need determining deliverable & needs discussions. A great indicator is to read ahead to Defining Your System Part II and see if you think you could do the next steps with your current set of uses cases. In short though, some good rules of thumb are that you feel that you can:

1. Clearly state the required initial and ending conditions of the use case are.
2. Describe what occurs during the use case as a series of step by step functions your system must perform, without it feeling “too long” or rather running across several use cases
3. At least a significant subset of the functions that would be performed in this use case are unique; i.e. this use case captures various needs that might otherwise have been missed if this use case wasn’t considered.

Just as you might learn to recognize a pattern or opportunity in playing a sport, a musical instrument, or even a video game, you’re training yourself to think and act in a new way. The first time you play though, it probably won’t go perfectly (nor second time, nor the third time…). But as you continue to use these practices, you’ll develop the intuition to better know how to make every Step meet your own design needs. It’s really what will work best for you.

Combining your understanding of who your stakeholders are and their needs, how your System must interface with other systems/users/etc, and the variety of use case situations your System must perform within, you have begun to define what your System is. It is something that must perform well in the variety of situations you’ve identified. It must be able to successfully interface with other systems/users/etc you’ve outlines in your Context Diagram. And it must do all of this to meet the needs of your stakeholders.

**Step 13:** Take a longer break. For the same reasons mentioned in Step 11, Steps 14-17 is great to start with at the beginning of a new day or after a long lunch. In taking Steps 14-17 you may likely find that you naturally iterate again on many of the ideas you have come up with so far.

**Step 13 is complete when:** You’re ready to begin the next phase of iterating and professionally documenting your use cases.

**Step 14:** Begin to organize your use cases into a use case diagram. Your list of use cases may have started to become rather long and harder to view as a whole. Hence, Use Case Diagrams are a common way to more visually document lists of use cases that also show relationships between use cases and easily identify which set of use cases each Actor is involved with.

In UseCaseDiagramExample.pptx you can find an example of a Use Case Diagram being constructed that you can follow to create your own. To begin create a box that will represent the system boundary, similar to the way a system boundary box was made in the Context Diagram. Then label the boundary with the name of your system, i.e. in this case “The System”.

To make your Use Case Diagram creation easier, please feel free to copy the objects in the example file and then just change the text to suit your project.

**Step 14 is Complete When:** You have created a labeled boundary box for your use case diagram.

Please note, it is also common to create a diagram border and title at the start. However since we’re using PowerPoint in our example, it’s easier to create these at the end in Step 16.

**Step 15:** Select one of your Actors and represent your actor as a “stick figure” icon outside your system boundary box and then place the name of the Actor under the icon. Although there are slight variations in the icon used to represent Actors, some kind of stick figures are the most common and it is most common to place them on the left side of the boundary box.

Select one of the main / top level use cases that this Actor is involved in, such as “Driver Drives the System,” that you feel other use cases may be directly related to, or are an included sub-case, or extended special case of that main use case. Sub-cases of “Driver Drives the System” could include “Driver Accelerates the System” or “Driver Brakes the System”. A related special case might be “Driver Starts the System” as this is a special one-time operation that occurs only as part of an initialization step.

Then inside the system boundary box make an oval, often referred to as a “bubble”, for the use cases that is specific to this Actor as shown in the example. You’ll notice that in writing the name of the use case in the bubble, that it is common to not to write the Actor in the bubble, so “Driver Drives the System” is written in a bubble as “Drives the System”. To signify that this use case is associated with the Driver Actor, a straight solid line is drawn between the Actor and the bubble use case. This straight line is hence often referred to as an association line.

**Step 15 is Complete When:** You have a labeled Actor outside the boundary box and a related main use case written in a bubble inside the boundary box connected by a single association line

**Step 16:** Continue to make similar bubbles for the other use cases that are related to this Actor. Then connect them to each other using arrows labeled with one of the various meanings listed below:

**<<include>>** indicates that a use case is a sub-use case of another use case. “Driver Accelerates the System” and “Driver Brakes the System” are considered normal parts of “Driver Drives the System” so it is said that “Driver Drives the System”. Notice that this dashed arrow is drawn from the more main use case to the sub-use case.

**<<extends>>** indicates that a use case is a special case sub-use case of another use case. “Driver Starts the System” is special one-time operation that occurs only as part of an initialization step, so it said that “Driver Starts the System” is an extension of “Driver Drives the System”. Note that the direction of this dashed arrow is this time from the special use case to the main use case. This dashed arrow is the opposite direction that include arrows go, so be sure to check yourself at the end that all of your arrows are going the way you want.

**<<generalize>>** ( a.k.a. **<<inheritance>>** ) indicates that one use case is a special version of an entire other use case, where typically the special version must do everything that the normal version does but has to do more functions and/or the same functions in a special way. “Driver Drives the System” would be considered a generalization of the hypothetical use cases “Driver Drives the Semi-Truck” or even “Driver Drives the Super Spy Car”. This relationship is also commonly expressed as:

* “Driver Drives the Semi-Truck” inherits from “Driver Drives the System”
* “Driver Drives the System” is the parent of “Driver Drives the Semi-Truck”,
* or “Driver Drives the Semi-Truck” is the child of “Driver Drives the System”.

As seen above, the generalize arrow is a solid line with an open triangle head drawn from the special version use case to the more general use case. Unlike the other connections discussed here, the generalize arrow is not commonly labeled with text.

**<<trigger>>** dashed arrow, that indicates that one use case can cause another use case to begin. For example, in a fire suppression system there might be a use case called “System Detects Fire” which triggers “System Extinguishes Fire”. Please note that <<trigger>> is not considered by some to be a proper Unified Modeling Language (UML) arrow. However it is still commonly used in practice.

System

Detects

Fire

System

Extinguishes

Fire

<<trigger>>

As you add in more use case bubbles, you may find it better to split your use case diagram into several use case diagrams to help make them be more legible and to help group ideas. Perhaps there is another use case diagram that deals with loading the system with cargo and its passengers. Perhaps another is focused on regular maintenance such as fueling, cleaning, etc. and another is focused on periodic maintenance such as oil & fluid changes, transmission tunings, emission checks, etc. The important thing is that you review all of your use cases together to make sure even those that may not naturally feel they fit in any of your groupings as those are the ones that may both be easiest to miss/forget and also require your system to do some of the most unique functions that are essential for your system to be an overall valid and successful system.

**Step 16 is Complete When:** You have added use case bubbles for all of your Actor’s use cases and have connected them together appropriately via the arrows mentioned above making sure that you follow the important professional formatting rules and read the key note on arrow choice listed below.

**Important Professional Formatting Rules:** all of your bubbles should use the same font size and you should try to make all of your bubbles roughly the same size, opting to have extra blank space in bubbles with fewer words, rather than trying to cram in more words into a smaller bubble. To help with this in, and in order to make the diagram less wordy, the words “the System” are often dropped from the included or extended use case bubbles as these words show up in the names of use cases so frequently that it is okay to assume they’re there.

It is also not uncommon to reframe some of your use cases in the process of creating the diagram as a result of the arrow connections. For example, a use case originally listed as “Driver Drives the System through Snow” may be represented as “Accelerates through Snow” and “Breaks in Snow”. The inherent iteration that comes from generating a list of use cases first and then transferring them into a diagram is seen as a valuable step to help ensure a more complete understanding of the system.

Finally, as you’ll also notice in the example, there is a general left to right flow for the use case diagram. As also shown in the example, arrows can point in the other direct as well, but it considered best practice not to have any of your arrows cross each other to give a better clean, professional look to the diagram.

**Use Case Connection Choice Comments:** The selection of which connection (arrow) type to use between use case bubbles can sometimes seem a little tricky at first. In fact, there are other kinds of connections allowed in official use case diagrams as well, some of which can be found at https://msdn.microsoft.com/en-us/library/dd409427.aspx . However as some of the differences or significances are minor they sometimes lead to teams spending considerable time arguing over which connection to use. To highlight this, the example shows where either an <<include>> or an <<extends>> arrow could be easily justifiable and where the <<generalize>> arrow can be used in different places as well. The example also demonstrates that the same set of use cases can be potentially organized into a very differently arranged use case diagram – both could be equally valid depending upon how the team defines whether:

1. a more complex use case is thought of being comprised of (i.e. including) simpler use cases,
2. Or whether the more complex use cases are thought of being extensions of the more simpler use cases, where the more complex use cases have to do everything that the simpler use cases do plus more (i.e. generalization).
3. Or whether the simpler use case is just a “special” situation that must also be considered as part of (i.e. extending) the complex use case

**Use Case Diagrams and Software Architecture:** It typically only becomes worthwhile to more thoroughly discuss the arrow choices if the use case diagram is being used to create a software architecture and there’s a question of what functions to include or extend results in a better class structure. This is outside the scope of this document, but even in these situations it is usually best to “take your best guess” for now and then perform other analysis using other tools & diagrams that better represent class structure – trying to get a team to agree on software architecture just from a use case diagram is like trying to perform Shakespeare but only having a dictionary of 10 words – even if you’re able to pull it off, it probably loses something in the translation. Coming back and altering the use case diagram later if needed is often less time consuming, and frustrating, than trying to figure out how to perfectly use those “10 words”.

A good example of how use case diagrams can be a valued part of determining a software architecture can be found at Microsoft’s Visual Studio Developer’s Network: https://msdn.microsoft.com/en-us/library/dd409432.aspx

**Step 17:** Repeat the previous steps to include additional Actors and their use cases. Depending upon the number of use cases, it is not uncommon to create separate Use Case Diagrams for each Actor. This is also sometimes considered a valuable step in Viewpoint Analysis -- a design concept that suggests the System needs for each potential user should be considered separately before trying to determine one final solution for all. This can sometimes help one to recognize what is required for a special user group and hence also help to determine project scope and priorities. Additionally this can also be helpful for later evaluating how each user might value the final solution.

Additional actors are also sometimes connected into the same use cases, even if they might not be in the use case name but they are still considered to play a significant role within the use case. For example, another actor called the Navigator who helps read the map and indicate where to go for the Driver, might be connected into “Driver Drives the System”.

These additional actors are often referred to as secondary actors, and hence the actor that’s in the original use case name is referred to as a primary actor. The difference between any primary actors or any secondary actors is sometimes indicated by putting only putting primary actors of the left side of the boundary box and other actors elsewhere, and/or connecting secondary actors with a dashed straight line instead of a solid one.

**Step 17 is Complete When:** All use cases and significant actors have been represented into use case diagram(s).

You may ask why didn’t we just create a use case diagram from the beginning, instead of first making a list? As you get more experienced you may find that you work better iterating through many versions of a use case diagram. However, especially when you’re first learning to use these tools well, it can be quite beneficial to break the activity down into smaller pieces that enable you to focus on what the tool is . When you’re creating the list of use cases, you don’t worry about the name length fitting into bubbles, arranging the bubbles nicely, what is the best connection arrow to use, should and how you break your use cases up into multiple diagrams, whether secondary actors should be included, will the boss be pleased with the document you’re creating, etc. You just focus on discovering use cases, identifying the scope of your work, and taking the first step to defining the needs of any good solution -- as you should. Despite having created more use case diagrams than I can recall, I still always start with a use case list as do many of my most respected colleagues.

**Step 18:** Add in a title and diagram boarder. As shown in the example, the border is largely a formality at this point, but the title does serve the purpose of helping you to properly catalog your file. Different software packages and different companies may have varying protocols for naming their documents so it is always good to double check that ALL of your diagram is written to your stakeholder’s standards.

As shown in the example, use case diagrams are often preceded with a “uc” in bold to signify that this is a use case diagram. The official diagram title then follows, often with no spaces and in camelCase but with the first letter of the first word also capitalized, i.e: ThisSentanceIsWrittenInCamelCaseWithTheFirstLetterCapitalized

In the example, the title of SysMainOperationUseCases is given to signify that this use case diagram is only considering what are considered to be the main operational use cases for our system. Long titles are sometime preferred as you could have many. As mentioned in Step 14, we may likely want to create several use case diagrams to represent different groups of use cases.

**Step 18 is Complete When:** You have created a title and border for your Use Case Diagram. You have also repeated the above steps to create any additional use case diagrams as needed.

**Step Next:** With the work you’ve done here you have begun to define what your System will be. It will be something that must perform well in the variety of use case situations you’ve identified. It will be able to successfully interface with other systems/users/etc you’ve outlined in your Context Diagram. And it will do all of this to meet the needs of your stakeholders.

What functions your System must perform in order to do these things and how you will measure whether your System performs these functions well are the next steps to defining what your System will be and are at the heart of Defining Your System Part II. But once you have an understanding of all of these aspects, you will have developed a professional designer’s definition of what your System is. Empowering you to be able to move forward as a better designer and be confident that what you create truly will be a far more complete, efficient and higher performing solution to your challenge than you would have ever been able to have create otherwise.